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FMDesign Context and architecture 
 
Figure 1 shows the role of FMDesign amongst some of its surrounding engineering 
processes, connected with major workflow arrows. Engineering tools (FMDesign, 
ModelicaDB, ModelicaXML, Modelica Simulation tool) support some of the processes.  

Engineering models are stored in files and in databases. The communication of design 
information between successive tools in the workflow can be handled through task 
automation and tool integration using web services [8] or shared access to databases and 
files. 

 
Figure 1. FMDesign in its context 

 
FMDesign is a tool for designing product concepts with the aid of integrated requirement 
trees, function-means trees, product concept trees, and implementation trees. An 
implementation tree specifies the product structure and its interacting components of a 
particular product concept on an abstraction level that is detailed enough so the structure, 
system design, geometrical shape information etc can be used by external parameter 
calculation tools. There the models are refined such that calculations can be made for 
design variables like geometry, weight, drag, inertia, centre of gravity etc and feed back 
as implementation attributes on the objects in the implementation tree.  

Once enough details about the static structures of a product concept have been 
specified, the implementation tree can be annotated with behavioural models selected 
from external simulation libraries, and its implementation attributes supplied as 
parameters to generated simulation models which are executed in external simulation 
tools. Current integrations with simulation tools use the Modelica language semantics as 
base for simulation model exchange formats [9]-[15]. 

Relevant processing results from external tools are feed back into the product model 
in FMDesign, where checks how well its different product concepts fulfil requirements 
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can be made. Relevant calculation and simulation results stored in the product models 
provide convenient data sets to decision support tools for the continued product concept 
generation and selection process. 
 

FMDesign stores product models in a design library database. This library includes 
products under development, and third party products that are used as sub-systems and 
components in the currently designed products. The products are organized into one or 
several parallel configurable product categorization hierarchies, so the designer quickly 
can find relevant supplier products and include them as objects in implementation trees. 
 
Starting from requirements for a product the designer uses FMDesign for modelling 
alternative product concepts. The knowledge base for product design is organized into 
function-means trees. A function in the product can be realized by alternative means. A 
product concept is a set of means that document selected means for implementing the 
functions in a product concept. Example of a function is "Actuator Power Supply", with 
alternative means like "Hydraulic Power Supply" and "Electrical Power Supply". Means 
must be implemented by (physical) components arranged in the bill-of-material like 
implementation tree of implementation objects.  
    A means object and its corresponding implementation objects roughly represent the 
same thing, but at different levels of abstraction and detail. Implementation objects may 
represent existing component products on the market or manufactured components. Some 
(physical components) may implement several means, like an aircraft wing that creates 
lift and stores fuel. Implementation objects only carry implementation attributes that are 
important for the product concept design, and provide references to more detailed design 
information like CAD-drawings, simulation models etc as URLs, file names or object 
identifiers in databases.  
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Figure 2. RAVEN – Small Business Jet 

As an example an aircraft system design is chosen. This represents a system of high 
complexity, a high degree of interconnectivity, it involves many domains,  and have one 
very formal subset of requirements in the form of the Federal Aviation Regulations FAR 
[16]. These are available on-line and can be directly linked into the product model 
presented here. The fictious example here represents a business jet.  
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Overview of FMDesign User Interface 
 
This section gives a walkthrough of FMDesign functionality as reflected in its user 
interface.  Appendix A  shows how the information is structured within the tool. Figure 3 
shows the design library window which appears when the FMDesign front-end tool is 
launched at the user’s workstation. 
 

 
Figure 3. FMDesign Design Library Window 

 
The product category tree allows the user to quickly narrow the list of all products 
displayed in the Products list-box to the ones in the category searched for. Products can 
quickly be moved from one product category to another with the drag-and-drop interface.  
Selecting a product, and pressing the “Product Window” button opens the Product 
Window in Figure 4. 
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Figure 4. Product Window 

 
The Product Window provides access to the trees that structure the product model and 
menus with tools for checking the model with design rules, generating reports etc. Trees 
that are deeper than a few levels can be edited in separate browser windows. These are 
launched by selecting an appropriate object and opening a tree browser window that has 
the selected object as root with a press of a “Browse” button.  
In the following the different product model trees are explained in more detail. 

Stakeholder Tree 
A stakeholder is an organization or category of persons with a certain interest in the 
product. Stakeholders can be users, operators, owners/buyers/customers, engineers, 
manufacturers, management etc. 
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Figure 5. Stakeholder Tree 

The stakeholder tree organizes stakeholders into different categories. Each stakeholder 
may own effectiveness measures. Effectiveness measures establish the criteria by which 
alternative product concepts will be judged by its stakeholder. They provide guidance to 
the developers of structure and behavioural models on what is most important to the 
different stakeholders. See [5], Chapter 6. 

Requirement Tree 
The requirement tree structures the requirements into different topics, from overall non-
functional requirements [6] down to optional requirements that are enforced when a 
particular means is selected for a function. Figure 6 shows a requirement browser opened 
on a copy of Part 25 within the  Federal Aviation Regulations [16]. 
 

 
Figure 6. Requirement Tree 
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Requirements can be linked with drag-and-drop to other design objects like functions and 
means that are affected. 
Numerical requirements like operation range, max speed etc can optionally be specified 
as a probabilistic distribution which describes the range in which the final design is 
desired to perform. This facility efficiently tells the designers what room they have for 
trade-offs. 

Function Means Tree 
The function-means tree serves as a tool for creative layout and later documentation and 
evaluation of the high-level design space considered for the product. See Figure 7. 

It works as an ordinary function means tree, except for the inclusion of operation 
states. These specifies a certain state of operation for the product, e.g. for an aircraft, “In 
flight”, “On Ground” etc. Each operation state only groups the functions that are 
necessary for the product to perform in that operation state. The same function can be 
grouped under several different operation states. Dividing the products mission cycles 
into operation states gives the designer focus on what functions that are necessary in 
different states, and what requirements that apply to these functions in a particular state. 
A function can have design variables like outputForce, outputTorque etc. These can have 
an assigned value, optional probabilistic distribution, and a variable type that tells if this 
is a variable that is controllable by the designer or not, or a value calculated by an 
external program that takes other variables as input. 

 
Figure 7. Function Means Tree 
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A means can also have design variables that specify the ones in its function more 
precisely, and perhaps additional variables that are specific to that means. 

A benefit with function means trees compared with less formal traditional design 
methods, is that much of the knowledge and research that is documented in it is often lost 
or hard to find after the designers have decided on a particular product concept and 
proceeded with its detailed design. When the design of the next release of the product is 
started, some means that were not selected in the last product design phase may be 
interesting again, since technology and requirements may have changed. Much research 
and exploration may have to be done again, perhaps by new people if the market cycle for 
a product revision is long. 

Product Concept Tree 
A product concept tree documents which means that is selected for each used function in 
the function means tree. The product concept tree fixes the design choices such that a 
product implementation can be modelled and evaluated. 
A MeansSelection is an object that documents what Means that was selected for a 
particular function. It may be connected to one or several implementation objects in the 
implementation tree. In some cases, the design variable specifications for a Function-
Means pair must be further customized when it is selected in a particular product concept. 
The design variable value or associated probabilistic distribution may have to be changed. 
This can be done by ValueSelection objects that override specific design variables for a 
particular means selection.  
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Figure 8. Product Concept Tree 

The same function and means can be instantiated many times in a product concept. For 
example the aircraft may have several engines of the same type. 
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Implementation Tree 
The implementation tree displays and provides functionality for editing one of many 
configurable implementation trees for a particular product concept. 
  

 
 

Figure 9. Implementation Tree 
 
These implementation trees organize the implementation objects that represent and refer 
to more detailed models of physical objects, functional models, simulation models, 
geometrical layout models etc, and organize them into trees that are useful for interfacing 
with tools later in the product development process. 

Probabilistic Variables 
All variables that may have a numeric value like Requirements, DesignVariables, and 
ImplementationAttributes are probabilistic variables that can have an optional 
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probabilistic distribution. Currently normal-, uniform-, interval- value-, and a special 
custom distribution with a configurable probability density function are supported. 
Probabilistic variables may optionally have an assigned  designSpaceMax, and 
designSpaceMin value, which let the designer set fixed limits for design space 
exploration by external optimization programs. 

Design Matrixes 
Design matrixes provide views on the trees and how individual objects in different trees 
are related to each other. 
 

 
Figure 10. Design Matrix 

 
 Figure 10 shows a function means tree to implementation tree mapping. Other design 
matrixes show: 
Stakeholder requirements to effectiveness measure mapping, where the requirements 
specify target values for the effectiveness measures relevant for different stakeholders. 
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Stakeholder tree to main function tree mapping. A main function tree only show the root-
most functions of the product and not any sub functions of any particular means. The 
values in this matrix show the requirement priority a certain stake holder gives to a 
particular function, and can guide the design project resource allocation and scheduling of 
implementation and evaluation efforts for different functions. 
Connection matrix, which is an implementation tree to implementation tree mapping, 
where the values in the matrix specify if two implementation objects are connected. This 
information may guide the initial geometrical layout of the product. 

Summary 
FMDesign is a tool for designing product concepts with the aid of integrated requirement 
trees, function-means trees, product concept trees, and implementation trees. 
Design matrixes provide views on the trees and how individual objects in different trees 
are related to each other. 
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Appendix A.  FMDesign 2.0 UML class diagram 
 
Descriptions of the notation of UML class diagrams can be found through [22]. See [24] 
for an introduction to UML. In Appendix A, classes have the class name in their first box. 
Their second box contains the superclass’s name preceded by a “->”. All attributes and 
relationship specified in the superclass are inherited by the class. The third box within a 
class contains a list of attribute names.  
Relationships between classes have cardinality constraints telling how many instances 
that must participate in the relationship on each side specified as intervals 
[<min>..<max>]. A ‘*’ as <max> denotes infinity. A black diamond on the owner class 
side of the relationship denotes that instances on the other side belong to that class. An 
unfilled diamond denotes that the instances on the other side are aggregated by a class, 
but are “physically” owned by another relationship. 
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